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Abstract. Uncertainty is an ever present challenge in data analysis. In particu-
lar, it is important to detect, as precisely as possible, unforeseen phenomena. In
this paper we study the usefulness of two deep learning based methods (CNN
auto-encoder and BiLSTM auto-encoder) to detect anomalies in situations that
can be defined in terms of time series. In order to evaluate our approaches, we
consider traffic flow data and perform experiments in two orthogonal scenarios:
a guided scenario (training only with data considered as ’normal’ after a naı̈ve
labelling) and a basic scenario. Our results show that if we train the models using
only the considered ’normal’ data, the obtained models do not achieve good re-
sults because none of them are able to detect all type of abnormal data correctly.
In contrast, both models can detect all type of time series anomalies when we
consider the basic scenario.

Keywords: Deep learning; Auto-encoders; Anomalies detection; Unsupervised
learning

1 Introduction

Anomaly detection [15] is a process that consists in detecting different abnormal be-
haviours, called outliers, in a dataset and provide useful information about their causes.
Applications of anomaly detection include fraud detection [13], heart abnormalities [20],
fault detection [10] and spam classification [16], among many others. In addition, anomaly
detection can be applied to the analysis of time series. For example, it can be applied to
streaming data related to the Internet of Things [24] and the stock market [14]. In addi-
tion, it can be applied to traffic flow time series, the application field that we consider in
this paper. This field presents a main issue that does not appear in the previously men-
tioned cases: the lack of knowledge about what an anomaly is. Therefore, this technique
requires the application of unsupervised models. At a first glance, we might be tempted
to think that anomalies are the same as extreme values. Nevertheless, ideally, a well-
performed model should be able to detect not just the extreme values but the values that
imply, for example, the failure of a given pattern or a sudden increase or decrease from
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the previous value. Summarising, the definition of either a “normal” or an “abnormal”
data should be a time-dependent quantity [24].

Several deep learning methods have been proposed to identify abnormal data in time
series. Recurrent neural networks (RNN), mainly long short-term memory (LSTM) net-
works based models, are the primary option. RNN are applied in two different scopes.
On the one hand, RNN aims to predict the future values and, subsequently, compare
them with the actual values or with predefined thresholds by determining whether the
corresponding data is or not an abnormal value [4, 12, 21]. On the other hand, auto-
encoders (AE) or variational auto-encoders (VAE) based on RNNs (specifically, on
LSTMs) are developed. Their aim is to restore the original values and compare the
actual and the reconstructed values. Then, a threshold is established. If the discrepancy
between the actual and the reconstructed value is greater than the threshold, then the
corresponding data will be considered as abnormal [8, 11, 22].

In this work, we present two models to detect anomalies in time series data by us-
ing previous data as input. In order to assess the usefulness of our models, we will
apply them to traffic flow data obtained in the city of Madrid. First, we develop a CNN
auto-encoder. In addition to the dependent variable, this model will use another eight
independent variables related to traffic flow, that is, we will be working within a mul-
tivariate time series. The second model is a novel Bidirectional LSTM auto-encoder
model. This model will only use as input the traffic flow data (dependent variable), that
is, we will work within a univariate time series. These models will be applied in both
a basic scenario and a guided scenario (training only with data considered as ’normal’
after a naı̈ve labelling).

Anomaly detection in traffic flow by employing auto-encoders is an unexplored re-
search line. There are some recent approaches dealing with this task by using other tech-
niques. A method known as local outlier factor was employed in the city of Odense [7].
By leveraging the availability of video surveillance, an algorithm based on fuzzy the-
ory was developed to detect anomalies in road traffic flow [18]. An original and novel
method, which does not take into account the historical data but uses expert feedback
to deal with the fluid definition of anomaly, was developed in Vienna and was able to
provide high accuracy [1]. To detect anomalies in Zagreb traffic flow, a tensor based
method was proposed [23]. An adapted k-nearest neighbours method was used with
the same purpose in Beijing [5]. If the reader is interested in further discussion on this
topic, there is a survey about urban traffic flow anomalies detection algorithms [6]. To
the best of our knowledge, there are no scientific contributions that develop a Bidirec-
tional auto-encoder to detect anomalies in a time series, despite the fact of its capability
to obtain good results in unsupervised scenarios.

The rest of the paper is organised as follows. In Section 2 we present the main char-
acteristics of the anomaly detection problem in traffic flow, emphasising the application
to our specific case study and used data. In Section 3 we present the main characteristics
of our two models. In Section 4 we present our experiments and analyse the obtained
results. Finally, in Section 5 we give our conclusions and outline some directions for
future work.
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2 Problem description

In this section, we will describe the data used in this work and, subsequently, we will
present the two scenarios that we consider: a guided scenario and a basic one.

2.1 Data

We use hourly traffic flow data of a station located in Madrid. We will use the last
available 30 months of data: from January 2018 to July 2020. We also have eight addi-
tional variables related to traffic flow data that will be used to allow the model to better
understand the context. These eight variables are:

– (1, 2) Hourly traffic flow in two near additional stations.
– (3, 4, 5) Daily average, maximum and minimum temperature.
– (6) Daily rainfall.
– (7) Type of day (working day, weekend or public holiday).
– (8) Time stamp of the data.

The values of the weather variables (3–6) where measured in the nearest weather
station, while the traffic flow concerning additional stations (1–2) was measured in the
two nearest traffic stations to the target traffic station.

2.2 Scenarios

Before we describe the considered scenarios, it is important to know the types of abnor-
mal values that we can expect in time series [19]. These are:

– A value is considered a global anomaly if it is far outside of the dataset range.
– A value is considered a contextual anomaly if it significantly deviates from other

data in a similar context.
– A subset of the dataset is considered a collective anomaly if those values, as a

subset, significantly deviate from the dataset, but individually the values are not
considered anomalous by themselves.

The goal of this paper is to provide a method to automatically detect abnormal
behaviour of traffic flow data in Madrid using two different scenarios.

In the basic scenario we use all the data for training, and the aim of the models is to
analyse and detect values corresponding to abnormal data. Obviously, the efficacy of the
model cannot be assessed with traditional methods. Thus, we will evaluate the models
by graphically analysing whether the values considered as anomalies correspond to any
type of abnormal value in time series and by checking whether any remarkable event
happened in Madrid in the date in which the abnormal data is detected.

In the guided scenario the aim is the same but data is divided into two sets. The
first set includes the values greater than a high percentile of the dataset, which we
know for sure they are abnormal values. The second set includes the rest of the data
values. Obviously, not all abnormal values of the time series are included in the first set.
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However, the goal of this division is to check whether training the algorithm without
some abnormal values improves or not the overall performance of the algorithm.

Formally, if X is the input data, then the models in both scenarios aim to find a
function f such that:

f(X, δ) = y,

being y = 0 if the value is not considered an anomaly and y = 1 if the value is
considered an anomaly. The δ parameter is a pre-set value whose role depends on the
model and will be described in the next section.

3 Auto-encoder models

In this section we will present the basics of the models that will be applied in this
work: CNN and BiLSTM auto-encoder models. The interested reader can find additional
information about these models in specialised work [9,17] that introduce the principles
of LSTM and CNN neural networks. First, let us describe how an auto-encoder works.

A variational auto-encoder (VAE) is an algorithm composed by an encoder and a de-
coder. The idea is that the encoder will translate the input, X , from its high-dimensional
space to a lower-dimensional space. Then, the decoder will take that lower-dimensional
representation of the input, what we usually called the latent vector, and will try to
reconstruct the original input in the high-dimensional space, producing X̃ . Due to its
nature, the decoder usually has a structure that mimics the one of the encoder, being its
goal to obtain a value X̃ as similar as possible to the original input, X . The dissimilar-
ity between the original and reconstructed data is defined by a loss function. Therefore,
the goal of the model is to reduce, as much as possible, this value during the training
process.

This model is trained in a unsupervised way due to the output trying to be the input
and, therefore, there is no need for labels. We will use two versions of a VAE to create
the encoder and decoder: one using CNNs and another using BiLSTMs. We will use
these models over two scenarios: a basic scenario and a guided one.

In both scenarios we train our model and then compute the dissimilarity score of
all the trained data. This dissimilarity score is computed by comparing the input data
with the reconstructed output data using a dissimilarity measure. We will use these
dissimilarity scores to compute a threshold δ. This threshold is usually set to have the
90− 99th percentile of dissimilarity scores as abnormal data. Then, for new data, if the
model can reconstruct input data with a dissimilarity value lower than δ, then it will be
considered normal data; otherwise, it will be classified as abnormal data.

Regarding our scenarios, the difference is in training. In the basic scenario, we train
the model with all the data (normal and abnormal), while in the guided scenario we
train the model with only the data that we consider normal (the ones in the second set
explained before). The idea is that, in this second case, the algorithm will learn to rep-
resent better the normal data, as the abnormal data has been taken away from training.
Consequently, we expect the reconstruction of abnormal data to be more deficient, what
will allow us to detect them more easily.
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3.1 CNN auto-encoder model

Let y be the traffic flow in the target station, x1, . . . , x8 be the additional variables
defined in Section 2.1 and t be a time step. In order to decide whether the traffic flow
data in time step t, that is yt, is an abnormal data, we will use the variables y, x1, . . . , x8

from time step t − 23 to t. We reshape these values into a 24 × 9 matrix, where 24 is
the number of values that we use in order to detect the anomalies. Therefore, we have

X =


yt−23 x0

t−23 . . . x8
t−23

yt−22 x0
t−22 . . . x8

t−22

. . . . . . . . . . . .
yt−1 x0

t−1 . . . x8
t−1

yt x0
t . . . x8

t


In addition, we will use as dissimilarity loss function the mean absolute error:

Loss(X, X̃) = MAE =
1

216

24∑
i=1

9∑
j=1

|Xi,j − X̃i,j |,

where i and j represent, respectively, the rows and columns of the matrix.
Concerning the specific structure of our CNN model, as we previously said, this

model is composed by two parts: encoder and decoder. Our encoder has two convolu-
tional layers of 32 and 64 filters, respectively, each of them with a kernel size of 3 and
a stride of 2. Then, a layer vector is added in order to transform the data into a flatten
vector. Finally, we add a dense layer with 8 units to generate the 8-dimensional latent
vector. Our decoder is composed by a set of layers whose operation is exactly the oppo-
site to that of the encoder. First, we add a dense layer, which increases the dimension to
the dimension of the flatten layer, and then we add a reshape layer, which modifies the
data shape into a matrix form. Finally, we add three transpose convolutional layers of
64, 32 and 1 filters, respectively, a kernel size of 3 and a stride of 2. Summarising, the
inverse encoder process is the one used to reconstruct input data from the latent vector.

3.2 BiLSTM auto-encoder model.

This model is also composed by an encoder and a decoder. In this case, BiLSTM layers
are used because they leverage the advantages of BiLSTM and encoder-decoder archi-
tectures, respectively. The general behaviour of this model is similar to the previously
described CNN model.

In order to determine whether traffic flow data in time step t, that is the yt value, is
an abnormal data, we will use the univariate time series of traffic flow, from time step
t− 23 to t. We use as input data a 24-sized vector, where 24 is the number of previous
values that we use in order to detect anomalies. Therefore, we have the following:

X = [yt−23, yt−22, . . . , yt−1, yt]

In this case, the dissimilarity is also measured between the input sequence and the
output, that is, the reconstructed sequence. We use again the mean absolute error as
dissimilarity loss function:
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(a) (P. Sta Marı́a, CNN auto-encoder)
(b) (P. Sta Marı́a, BiLSTM auto-
encoder)

Fig. 1: Histogram of the dissimilarity loss distribution in training data.

Loss(X, X̃) = MAE =
1

24

t∑
t−23

|yi − ỹi|.

Concerning the specific structure of our model, the encoder is composed of a BiL-
STM layer with 128 units followed by a dropout layer, with a rate of 0.2, which reduces
the over-fitting of the model. Then, we add a repeat vector layer which repeats the input
k times (one for time step). Our decoder also includes a BiLSTM layer with 128 units,
which in this case returns the entire sequence, followed by a dropout layer with a rate of
0.2. Finally, a dense layer with one unit is added to the network in order to output each
time step in the final output sequence. We would like to emphasise that in this model
we do not use predictor variables, as in the previous case, because BiLSTM networks
do not work optimally by using matrices as input. Therefore, using as input the matrix
considered in previous case, even as a flatten vector, would imply a significant loss of
the quality of the model.

4 Experiments

In this section we report on the experiments that we performed to evaluate both models
in the considered scenarios.

4.1 Basic scenario

We will analyse the results of applying the CNN and BiLSTM auto-encoder models
to the basic scenario for Paseo de Santa Marı́a de la Cabeza traffic station (N40.4065°
E3.6946°). In both cases, we will use as training set data 16.391 observations and as
testing set data 5.448 observations. We train all the models by using 15 epochs and 16
as batch size.

For both models, we will plot three different graphs. The first graphs (see Figure 1)
are histograms with 50 bins that represent the distribution of the dissimilarity loss in
training data. A higher concentration of dissimilarity loss with low representation in the
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(a) (P. Sta Marı́a, CNN auto-encoder)
(b) (P. Sta Marı́a, BiLSTM auto-
encoder)

Fig. 2: Specific data detected as anomalous by threshold.

extreme right of the graphs gives the possibility to choose higher thresholds that virtu-
ally will not return any false positive at time to detect anomalies. The second graphs
(see Figure 2) represent the dissimilarity score for the observations of the testing set
and which of them are considered anomalies depending on the selected threshold. The
y-axis represents the dissimilarity loss and the x-axis represents each observation of the
testing set. The chosen thresholds (represented by horizontal lines) are the 75th, 90th
and 99th quantiles of dissimilarity loss in training data. The values above each hori-
zontal line are the anomalies considered according to its respective threshold. The third
pair of graphs (see Figures 3 and 4) show the detected anomalies (plotted in the time
series). The x-axis represents the date while the y-axis represents the hourly traffic flow.
The different coloured points show the values considered abnormal data depending on
the selected threshold. Obviously, the data considered abnormal by using a given quan-
tile as threshold will be also considered abnormal by higher quantiles. In these graphs,
we can analyse, graphically and by date, the reasons why different observations are
considered anomalies.

Comparison between both models A simple glance shows a great similarity between
the results in the two models. However, there are some remarkable differences that we
would like to discuss. On average, the dissimilarity measure is smaller in the BiLSTM
auto-encoder model and the thresholds are higher in the CNN auto-encoder model.
Consequently, the BiLSTM auto-encoder will detect more possible outliers than the
CNN auto-encoder. By using the 99th quantile as threshold (see Figures 3 and 4), the
anomalies are detected in a same range of dates that, interestingly enough, corresponded
to the beginning of the restrictions caused by the COVID-19 pandemic. By using the
90th quantile as threshold, both models can also detect as anomalies data which cor-
responds to the Christmas festivities and to the last weekend of November. However,
the BiLSTM auto-encoder detects more outliers in the range of dates that correspond
to the restrictions (with 90th quantile as threshold, BiLSTM auto-encoder obtains 788
anomalies in total versus the 638 obtained by CNN auto-encoder). By using the 75th
quantile as threshold, there are some detected anomalies which do not correspond to
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Fig. 3: Specific data detected as anomalous by threshold (P. Sta Marı́a, CNN auto-
encoder).

any important date or to any graphical deviation. Thus, we may conclude that they are
not actual anomalies.

As explained before, if we use smaller quantiles as threshold, then the number of
detected anomalies increases. Figures 5 and 6 show this effect in both models. Inter-
estingly enough, the percentage of anomalies remains practically constant in the CNN
auto-encoder model from the 90th quantile up to the 99th quantile while in the BiLSTM
auto-encoder model, this stability happens only from the 95th quantile up to the 99th
quantile. The presence of this stability in a wider range implies a greater certainty on
the anomalies detected by using as threshold the lower end of the range under consid-
eration.

In conclusion, both models obtain similar results in the basic scenario. However, the
BiLSTM auto-encoder model shows a better reconstruction of the input and, therefore,
it can detect more anomalies with the same quantile set as threshold. Moreover, we
should take into account that the CNN auto-encoder needs eight independent variables
while the BiLSTM auto-encoder only needs the time series of the target variable.

4.2 Guided scenario

We will analyse the results by using the CNN and BiLSTM auto-encoder models in the
guided scenario for Paseo de Santa Marı́a de la Cabeza station (the one that we used in
the basic scenario). We propose to consider for the abnormal set every value higher than
the 90% and 99% of the range of traffic flow time series data. The idea is to analyse how
modifying the number of abnormal data used for training affects the performance of the
algorithm. We use 75th, 90th and 99th quantiles for the dissimilarity loss threshold.

In contrast with the basic scenario, we will use as training set only the data that is
considered “normal”, that is, those data points that are not in the abnormal set. Thus,
ideally, the models will learn the representation of normal data and will obtain a small
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Fig. 4: Specific data detected as anomalous by threshold (P.Sta Marı́a, BiLSTM auto-
encoder).

Fig. 5: % of anomaly detection by quantile
used as threshold (CNN auto-encoder).

Fig. 6: % of anomaly detection by quantile
used as threshold (BiLSTM auto-encoder).

dissimilarity loss. Therefore, it is expected that when we consider the testing set (in-
cluding, in particular, abnormal data), the dissimilarity loss will be greater.

Comparison between models considering as lower limit of abnormal data the 90%
of the data range If we compare the models by considering as lower limit of abnor-
mal data the 90% of the data range (see Figures 7a and 7b) we appreciate a different
behaviour between them. On the one hand, regarding the CNN auto-encoder model,
the model with 99th quantile as threshold can detect only the beginning of specific and
remarkable periods such as December public holidays, Christmas holidays or the most
restrictive period caused by the COVID19 pandemic. However, by using either the 90th
or 75th quantiles, the abnormal data detected are not apparently related to any remark-
able date or event. On the other hand, regarding the BiLSTM auto-encoder model, the
model with 99th quantile as threshold only detects three abnormal timesteps, which
seems a very poor result. By using either the 90th or 75th quantiles, the model detects
data of the extremes. That is, very high or very low values. But, for example, the model
does not appreciate an abnormal behaviour in the COVID19 period. That is clearly a
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(a) CNN auto-encoder.

(b) BiLSTM auto-encoder.

Fig. 7: Specific data detected as anomalous by threshold (considering as lower limit of
abnormal data the 90% of the data range).

direct cause of the training method. In general, both models obtain worst results in this
scenario than in the basic scenario. Nevertheless, the CNN auto-encoder can detect, al-
though in a poorly way, all type of abnormal data while the BiLSTM auto-encoder can
detect only the abnormal data known as global anomaly.

Comparison between models considering as lower limit of abnormal data the 99%
of the data range If we consider as lower limit of abnormal data the 99% of the data
range (see Figures 8a and 8b) we appreciate a similar behaviour to the previous case. As
a first conclusion, we have that an increase of the lower limit of abnormal data implies
an increase of the number of detected abnormal data. Regarding the CNN auto-encoder
model, the model with 99th quantile as threshold detects exactly the same abnormal
data as in the previous case. By using 90th or 75th quantiles, the detected abnormal
data increases significantly but still there is no relation to any remarkable date or event.
Regarding the BiLSTM auto-encoder model, the model with 99th quantile as threshold
can detect more abnormal data than in previous case, but they are only global anomalies.
By using the 90th and 75th quantiles, the model detects practically the same data as
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(a) CNN auto-encoder.

(b) BiLSTM auto-encoder.

Fig. 8: Specific data detected as anomalous by threshold (considering as lower limit of
abnormal data the 99% of the data range).

in the previous case. Again, we conclude that the CNN auto-encoder, especially using
99th quantile as threshold, can detect exclusively abnormal data (but not all) of the three
type defined above, while the BiLSTM model can detect almost all global anomalies,
but none of other type.

5 Conclusions and future work

We have developed two anomaly detection methods based on neural networks: CNN
auto-encoder and BiLSTM auto-encoder. Both models have been applied in a guided
and a basic scenarios with the goal of detecting abnormal data. In the guided scenario,
we break up values higher than an established quantile into an abnormal set. Results
indicate that the CNN auto-encoder, although can detect anomalies of the three types,
cannot detect a significant number of them while BiLSTM auto-encoder can only detect
anomalies of one type (global anomalies). Therefore, we conclude that the usefulness of
these models in this scenario is limited. However, in the basic scenario, we appreciate
that both models can virtually detect all anomalies of the three types (global anomalies,
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contextual anomalies and collective anomalies). These anomalies can be appreciated
both graphically and by date.

Generally, we conclude that auto-encoder methods work fine to detect anomalies
in time series in a basic scenario. Moreover, they work well with all types of abnor-
mal data because they base their operation on the difference between the input and the
reconstructed output. However, standard deep learning methods do not work as well
because they base their operation on finding similar characteristics between data, but
different types of anomalies are not similar to each other.

As future work, we would like to improve our proposal with better encoder/decoder
architectures. We would like to combine our models with current work on Complex
Event Processing [2,3] so that we are able to more accurately detect potentially anoma-
lous values. Also, we would like to further analyse the performance of our proposals,
looking for different scenarios with which to generalise our conclusions. Finally, other
interesting idea is to use our auto-encoders in other type of time series urban data such
as pollutant concentrations.
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